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Abstract

Assertions can be used as test oracles. However, writing effective assertions of right abstraction levels is difficult because on the one hand, detailed assertions are preferred for thorough testing (i.e., to detect as many errors as possible), but on the other hand abstract assertions are preferred for readability, maintainability, and reusability. As assertions become a practical tool for testing and debugging programs, this is an important and practical problem to solve for the effective use of assertions. We advocate the use of model variables—specification-only variables of which abstract values are given as mappings from concrete program states—to write abstract assertions for test oracles. We performed a mutation testing experiment to evaluate the effectiveness of the use of model variables in assertion-based test oracles. According to our experiment, assertions written in terms of model variables are as effective as assertions written without using model variables in detecting (injected) faults, and the execution time overhead of model variables are negligible. Our findings are applicable to other use of runtime checkable assertions.

1 Introduction

An assertion is a predicate or boolean expression, placed in a program, that should be always true at that place [12]. Assertions for runtime checking—assertions that are checked at runtime—become popular as a practical tool for testing and debugging programs [17]. If an assertion evaluates to false at runtime, it indicates that there is an error in the code for that particular execution, thus an assertion can be used as a test oracle and to narrow down a problematic part of the code [6]. C and C++ provide the assert macro, and Java 1.4 includes an assert statement. In design-by-contract languages such as Eiffel [15] and JML [13], assertions are used to codify the contracts (obligations and benefits) between the client and implementer of a program module, in the form of method pre and postconditions and class invariants.

When writing assertions, however, a programmer has a dilemma on the abstraction levels of the assertions. On the one hand, a detailed assertion is preferred to detect as many errors in code as possible. One the other hand, an abstract assertion is preferred for readability and maintainability; assertions too strongly tied to implementation details (e.g., data structures) might be hard to read and maintain, as even a small change in the implementation might require changes all over the assertions. It is not an easy task for the programmer to find the right abstraction level for the assertions.

We propose model variables as a solution to the programmer’s dilemma on writing assertions. A model variable is a specification-only variable of which value is given in terms of program variables [7]. It allows a programmer to write assertions without directly referring to concrete program states. By using model variables, therefore, a programmer can write more easily assertions that are abstract, concise, and independent of representation details, and hence more readable and maintainable [7]. As the values of model variables are given by concrete program states, assertions written in terms of model variables can be evaluated and checked at run-time. In summary, model variables allow one to tune the level of abstraction in assertions.

The primary contribution of this paper is an evaluation of the effectiveness and efficiency of assertions written using model variables as test oracles. For this evaluation we performed a mutation testing experiment, and the results are very promising. The assertions written using model variables are as effective as the assertions containing no model variables in revealing injected faults without noticeable runtime overheads (see Section 4).

2 The Problem

In this section we explain the abstraction problem in assertions with an example written in JML [13], a formal behavioral interface specification language for Java. Figure 1
The most distinctive feature of a model variable is that its value is given in terms of program variables by defining a mapping from concrete program states to abstract specification states. Thus, model variables allow one to specify program properties in a way that is not only abstract, concise, and independent of representation details but also can be checked at run-time.

We propose to use model variables to write abstract assertions for test oracles. For example, Figure 2 shows the specification of the `append` method rewritten using a model variable. The annotation in line 3 defines a public model field `seq`, that is used in the postcondition (line 7) of the `append` method. A list is now viewed abstractly and manipulated in assertions as a sequence of objects; A JML library class `JMLObjectSequence` defines an immutable sequence of objects for use in assertions. As before, a list is implemented as an array of objects (lines 11–12); the `in` annotations allow the methods that may change the model variable `seq` to also change the program variables `elems` and `last`. The `represents` clause in lines 14–15 defines the abstraction function for the model variable `seq` by mapping an array of objects to a sequence.

How does the use of a model variable solve the problems associated with directly referring to program variables in assertions? First, irrelevant implementation details and decisions such as data structures are not exposed to the clients. In the revised specification in Figure 2, there is no `spec_public` field, and both program fields and the `represents` clause are private. Only the model field is public, and it presents to the clients a list as a sequence of objects, thus hiding implementation details. Second, assertions are now succinct, concise, and abstract, thus increas-
public class SimpleList2 {
    public model JMLObjectSequence seq;
    public void append(Object obj) { 
        @* 
        requires obj != null;
        @*
        assignable seq;
        @* 
        ensures seq.equals(\old(seq.insertBack(obj))); 
        @* 
        @*/
        private Object elems[]; // @ in seq;
        private int last = -1; // @ in seq;
        @* 
        requires @\old(last) = -1; @*/
        @* 
        private represents seq <- 
        @* JMLObjectSequence.convertFrom(elems, last+1); @*/
        @*/
        // the rest of definition
    }
}

Figure 2. Class SimpleList2 with JML assertions written using a model variable.

The use of model variables improves, among others, the readability, reusability, and maintainability of assertions, and thus assertion-based test oracles. Is it also effective and efficient? To answer this question, we performed a small experiment to measure quantitatively the effectiveness and efficiency of the use of model variables in assertions. We implemented an unbounded, array-based list with 8 methods including a constructor and a private helper method doubleTheSize(), such as insert(int, Object), append(Object), remove(int), get(int), size(), and isEmpty(), and documented its behavior with and without using a model variable, respectively. The one without a model variable is the class SimpleList and the one with a model variable is the class SimpleList2, both of which partial definitions are shown in the previous sections. The SimpleList2 class has 20% less assertions than the SimpleList class in terms of source code lines, 38 vs. 48 lines of assertions for all 8 methods.

We first performed a mutation testing experiment to evaluate the effectiveness of the use of model variables in assertion-based test oracles. Mutation testing is based upon seeding a fault to a program and determining whether testing identifies the seeded fault. If a test case distinguishes between the mutated program (referred to as mutant) and the original program, it is said to kill the mutant. The objective of our mutation testing is to compare the effectiveness, as test oracles, of assertions written in terms of model variables against those written without model variables. By the effectiveness we mean the ability of an assertion in detecting faults—i.e., inconsistencies between the assertion and code. In our experiment, we first mutated the code, by introducing three mutation operations: value replacement that replaces a value with another value of the same type (e.g., true for false), operator replacement that replaces an operator with another, variable replacement that replaces a variable with another variable or value of the same type, and statement replacement that replaces a statement with another statement (e.g., empty statement). We seeded total 10 faults manually and performed random testing using JET. JET [5] is a fully automated unit testing tool for Java classes, automating each step of testing from test data generation to test execution and test result determination; e.g., for each method under test it generates a set of test data randomly, each consisting of a receiver and arguments [8]. We used JET to generate 5 suites of random test data and export them as JUnit test classes so that we can run the same test suites for both (mutated) SimpleList and SimpleList2 classes. To prevent interferences among seeded faults, we tested one mutant at a time.

Table 1 shows the result of our mutation testing. The average kill rates of SimpleList and SimpleList2 are the same at 0.78, and every mutant killed by the first class was also killed by the second class, and vice versa.¹ Thus,

---

¹In our initial experiment we found a mutant that survived an assertion of SimpleList but was killed by an assertion of SimpleList2 written using a model variable. The first assertion has a quantifier while the second does not. It was soon revealed, however, that this was due to a deficiency in JML’s instrumentation of quantifiers for runtime assertion checking. Specifically, runtime checking might be incomplete for a quantifier if its range is defined in terms of a modified post-state variable and its predicate contains an old expression. We rewrote all such quantifiers to eliminate post-state variables in the ranges of the quantifiers.
Table 1. Result of a mutation testing, where \( f \) is the number of injected faults (or mutants), and \( k_1 \) and \( k_2 \) are the numbers of mutants killed by \texttt{SimpleList} and \texttt{SimpleList2}, respectively.

<table>
<thead>
<tr>
<th>test suite</th>
<th>no. of tests</th>
<th>inj. ( f )</th>
<th>no. of faults</th>
<th>det. ( k_1 )</th>
<th>det. ( k_2 )</th>
<th>det. ratio ( k_1/f )</th>
<th>( k_2/f )</th>
<th>( k_2/k_1 )</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>32</td>
<td>10</td>
<td>8</td>
<td>8</td>
<td>0.8</td>
<td>0.8</td>
<td>1.00</td>
<td></td>
</tr>
<tr>
<td>2</td>
<td>36</td>
<td>10</td>
<td>8</td>
<td>8</td>
<td>0.8</td>
<td>0.8</td>
<td>1.00</td>
<td></td>
</tr>
<tr>
<td>3</td>
<td>38</td>
<td>10</td>
<td>6</td>
<td>6</td>
<td>0.6</td>
<td>0.6</td>
<td>1.00</td>
<td></td>
</tr>
<tr>
<td>4</td>
<td>53</td>
<td>10</td>
<td>9</td>
<td>9</td>
<td>0.9</td>
<td>0.9</td>
<td>1.00</td>
<td></td>
</tr>
<tr>
<td>5</td>
<td>65</td>
<td>10</td>
<td>8</td>
<td>8</td>
<td>0.8</td>
<td>0.8</td>
<td>1.00</td>
<td></td>
</tr>
<tr>
<td>avg.</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0.78</td>
<td>0.78</td>
<td>1.00</td>
<td></td>
</tr>
</tbody>
</table>

Table 2. Time efficiency of model variables. The elapsed times \( t_1 \), \( t_2 \), and \( t_3 \), respectively, are the total time required to execute the tests by \texttt{SimpleList}, \texttt{SimpleList2}, and \texttt{SimpleList} without runtime assertion checks.

<table>
<thead>
<tr>
<th>test suite</th>
<th>no. of tests</th>
<th>elapsed time (sec)</th>
<th>ratio ( t_2/t_1 )</th>
<th>( t_3/t_1 )</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>68</td>
<td>0.21</td>
<td>1.00</td>
<td>10.05</td>
</tr>
<tr>
<td>2</td>
<td>86</td>
<td>0.25</td>
<td>1.04</td>
<td>12.05</td>
</tr>
<tr>
<td>3</td>
<td>92</td>
<td>0.22</td>
<td>1.06</td>
<td>7.33</td>
</tr>
<tr>
<td>4</td>
<td>113</td>
<td>0.32</td>
<td>1.00</td>
<td>6.40</td>
</tr>
<tr>
<td>5</td>
<td>127</td>
<td>0.34</td>
<td>0.97</td>
<td>8.50</td>
</tr>
<tr>
<td>avg.</td>
<td></td>
<td>1.01</td>
<td>8.87</td>
<td></td>
</tr>
</tbody>
</table>

the assertions written using a model variable are as effective as those written without using a model variable in killing mutants. We examined each of the surviving mutants and found that either the (randomly generated) test cases were inadequate to kill the mutant or the mutant was what is referred to as an equivalent mutant, a mutant that has the same observable behavior as the original program. For example, the private helper method \texttt{doubleTheSize} that increases the size of the array was mutated so as to increase the size even if the array is not full, and this mutant was never killed. We could have killed this kind of mutants by having multiple specifications of different visibility, as JML supports specification visibility; i.e., we could have added a private assertion that states that the size of the array is increased only if the array is full. However, this is a fundamental problem of an assertion-based test oracle in that a missing assertion cannot be tested for.

Is the use of model variables efficient in terms of runtime speed? To answer this question, we performed another random testing using JET. As before we exported randomly generated test data as JUnit test classes, but this time we measured the execution time of the test classes. Our experimental results are summarized in Table 2. As shown in the second to the last column \( (t_2/t_1) \), the execution time overhead of model variables are negligible; it is almost the same as that of assertions written without using model variables. However, the cost of JML’s runtime assertion checking is very high, on average, at about 9 times slowdown in terms of the runtime speed.

5 Related Work

The basis of our work is the use of assertions as test oracles. The origin of this idea can be traced back to the use of formal specification as test oracles [11]. Antoy and Hamlet describe an approach to checking the execution of an abstract data type’s implementation against its specification [1]. Their approach is similar to the technique of multi-version programming except that one version is an algebraic specification, serving as a test oracle. The algebraic specification is executed by term rewriting and is compared with the execution of the implementation. For the comparison the user has to provide an abstraction function that maps implementation states to abstract values. In assertion-based approaches such as JML, no separate specification program needs to run in parallel with the implementation. Peters and Parnas proposed a tool that generates a test oracle from formal program documentation written in tabular expressions [16]. The test oracle procedure, generated in C++, checks if an input and output pair satisfies the relation described by the specification. We believe that, with a suitable tool support, many assertion or design-by-contract languages such as Anna, APP, Eiffel, JML, and ADL/Java can be turned into assertion-based test oracle specification languages. For example, Cheon and Leavens employed the runtime assertion checker of JML as a test oracle engine [6], thus turning JML into an assertion-based test oracle language for Java. Our work enriches this idea further by promoting the use of model variables to write test oracle assertions that are abstract as well as detailed.

JML is unique in that there are no other assertion or design-by-contract languages that support model variables. The model variables of JML build on the work of Leino and Nelson [14] that clarified the semantics of specification-only variables, particularly with respect to frame conditions. They introduced specification-only variables to solve the problem of information hiding while still being able to specify and verify programs in a model-oriented style. Several assertion or interface specification languages such as J@va
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[3], Abstract State Machine Language (AsmL) [2], and RESOLVE [10] support executable specifications written using abstract variables. However, the abstract variables are not associated with program variables through abstraction functions directly; instead, the mappings are typically given by (user-provided) binding code.

Coppit and Haddox-Schatz evaluated the effectiveness of specification-based assertions as test oracles [9]. The assertions were manually translated from Object-Z specifications, and their two case studies indicate that specification-based assertions can effectively reveal faults, as long as they adversely affect the program state. A similar conclusion can be made on assertions containing model variables because they are as effective as assertions containing no model variables.

6 Conclusion

A model variable allows one to tune the levels of abstraction in assertion-based test oracles with no or minimal additional cost associated with its use. A model variable is a specification-only variable of which abstract values are given by an explicitly-stated mapping (or function) from program state or variables. As shown by a mutation testing experiment, assertions written in terms of model variables can be as abstract as possible to hide implementation decisions and details from the client or tester, without losing the fault-detection capability. The execution time overhead of such assertions is also negligible.

We hope that model variables will facilitate the use of assertion-based test oracles, as they provide an important weapon to cope with conflicting but key requirements of assertion-based test oracles, abstraction in oracle assertions and thoroughness of testing.
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